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1. **JS cơ bản**

## **JS có thể thay đổi được nội dung trong HTML**

In ra màn hình dòng chữ

document.getElementById('demo').innerHTML = 'Hello JavaScript';

Thay đổi Css

document.getElementById("demo").style.fontSize = "35px";

Show/Hide một elements sử dụng display style

document.getElementById("demo").style.display = "none";

document.getElementById("demo").style.display = "block";

## **Nơi sử dụng JS**

Có thể sử dụng trực tiếp vào thẻ như cách trên

Cách thứ 2 có thể định nghĩ qua hàm

<button type="button" onclick="myFunction()">Try it</button>

Và hàm này sẽ được định nghĩa có thể trên head hoặc ở dưới thông qua thẻ <script>

<script>  
function myFunction() {  
  document.getElementById("demo").innerHTML = "Paragraph changed.";  
}  
</script>

Hoặc định nghĩa ở một file khác và add đường dẫn vào, file này sẽ chứa hàm xử lý

<script src="myScript.js"></script>

* 1. **JS Output**

JS có thể in dữ liệu ra ngoài bằng các cách sau:

* In ra ngoài màn hình innerHTML và document.write()

document.getElementById("demo").innerHTML = 5 + 6;

document.write(5 + 6);

* In ra thông báo window.alert()

alert(5 + 6);

* In ra màn hình debug console.log()

console.log(5 + 6);

* Lệnh hiện xuất bản in trang html window.print()

<button onclick="window.print()">Print this page</button>

* 1. **Lệnh trong JS**

Câu lệnh JS có thể bao gồm:

* Giá trị
* Toán tử
* Biểu thức
* Từ khoá
* Nhận xét

**Từ khoá (keywords) trong JS:**

* var : Khai báo một biến toàn cục
* let : Khai báo một biến trong một khối block
* const : Khai báo một hằng số không đổi
* if – if else – else : rẽ nhánh điều kiện
* switch – case : đánh dấu các khối thực thi các câu lệnh khác nhau
* for: khối vòng lặp
* function: định nghĩa 1 hàm
* return: trả về giá trị cho 1 hàm
* try – catch: xử lý trường hợp lỗi trong 1 khối

Các từ dành riêng cho JS: <https://www.w3schools.com/js/js_reserved.asp>

## **Cú pháp (syntax) JS**

**Mã định danh (Identifiers) JS**

Ký tự đầu tiên là chữ cái, hoặc dấu \_ hoặc dấu $

## **Biến trong JS**

Mặc định kiểu biến là var và giá trị là undefined

var carName;

**Khai báo lại các biến JS (chỉ var)**

var carName = "Volvo";  
var carName;

* Khi in ra thì sẽ chọn các biến có giá trị khác undefined

**Phân biệt kết quả giữa các phép cộng**

Khi có một chuỗi được cộng vào thì kết quả cộng sau đó sẽ thành chuỗi, ngược lại nếu phát hiện được là số thì sẽ cộng như bth

VD:

var x = "John" + " " + "Doe"; => John Doe

var x = "5" + 2 + 3; => 523

var x = 2 + 3 + "5"; => 55

## **1.7 Let**

- Không thể sử dụng khai báo lại giống như kiểu var

- Các biến được được định nghĩa với let phải được khai báo trước

- Các biến được xác định trong phạm vi khối

## **1.8 Const**

- Không thể thay đổi giá trị kiểu const trong cùng khối

- Có thể định nghĩa lại biến const cùng tên ở khối khác

const x = 10;  
// Here x is 10  
  
{  
const x = 2;  
// Here x is 2  
}  
  
// Here x is 10

var x = 2;     // Allowed  
const x = 2;   // Not allowed  
  
{  
let x = 2;     // Allowed  
const x = 2;   // Not allowed  
}  
  
{  
const x = 2;   // Allowed  
const x = 2;   // Not allowed  
}

**Const Hoisting**

* Cơ chế hoisting ở const

alert (carName);  
const carName = "Volvo"; => ReferenceError

Khác với var sẽ không lỗi vì mặc định sẽ là var, còn khi const được khai báo sau mà in trước thì sẽ lỗi

## **1.9 Kiểu dữ liệu JS**

let length = 16;                               // Number  
let lastName = "Johnson";                      // String  
let x = {firstName:"John", lastName:"Doe"};    // Object

Thể loại động

let x;           // Now x is undefined  
x = 5;           // Now x is a Number  
x = "John";      // Now x is a String

## **1.10 Cú pháp Function**

function name(parameter1, parameter2, parameter3) {  
  // code to be executed  
}

## **1.11 Cú pháp Object**

Cách truy xuất đến các property:

* *objectName.propertyName*
* *objectName["propertyName"]*

Phương thức là hàm được định nghĩa trong object đc xem như 1 property

const person = {  
  firstName: "John",  
  lastName : "Doe",  
  id       : 5566,  
  fullName : function() {  
    return this.firstName + " " + this.lastName;  
  }  
};

**Từ khoá this**

* Truy xuất đến các property trong object

## **1.12 Sự kiên JS**

Cú pháp:

<element event=**"*some JavaScript*"**>

Tất cả các event: <https://www.w3schools.com/jsref/dom_obj_event.asp>

## **1.13 JS String**

- Dùng property length để đếm độ dài chuỗi

- Sử dụng các dấu gạch chéo tồn tại trong chuỗi

* let text = "We are the so-called \"Vikings\" from the north.";

// We are the so-called "Vikings" from the north.

* let text= 'It\'s alright.';

// It’s alright.

* let text = "The character \\ is called backslash.";

// The character \ is called backslash.

* 6 chuỗi xử lý hợp lệ trong JS:

|  |  |
| --- | --- |
| \b | Cách |
| \f | Form Feed |
| \n | Xuống dòng |
| \r | Carriage Return |
| \t | Tab ngang |
| \v | Tab dọc |

* Không nên dùng từ khoá new để tạo lớp String

Khi so sánh sử dụng dấu === thì sẽ cho ra kết quả luôn false khi so sánh 2 Object

## **1.14 Phương thức String**

### **Tách các bộ phận trong chuỗi**

* Slice(start, end)

let str = "Apple, Banana, Kiwi";  
str.slice(7, 13)     // Returns Banana

let str = "Apple, Banana, Kiwi";  
str.slice(-12, -6)    // Returns Banana

str.slice(7);    // Returns Banana,Kiwi

str.slice(-12)    // Returns Banana,Kiwi

* Substring(start, end) – giống với slice

let str = "Apple, Banana, Kiwi";  
substring(7, 13)    // Returns Banana

* Substr(start, length)

let str = "Apple, Banana, Kiwi";  
str.substr(7, 6)    // Returns Banana

let str = "Apple, Banana, Kiwi";  
str.substr(7)    // Returns Banana,Kiwi

let str = "Apple, Banana, Kiwi";  
str.substr(-4)    // Returns Kiwi

* Replace()

let text = "Please visit Microsoft and Microsoft!";  
let newText = text.replace("Microsoft", "W3Schools");//change one

let text = "Please visit Microsoft!";  
let newText = text.replace("MICROSOFT", "W3Schools");// no change

let text = "Please visit Microsoft!";  
let newText = text.replace(/MICROSOFT/i, "W3Schools");//change

let text = "Please visit Microsoft and Microsoft!";  
let newText = text.replace(/Microsoft/g, "W3Schools");// change all

### **Convert Upper và Lower Case**

let text1 = "Hello World!";       // String  
let text2 = text1.toUpperCase();  // text2 is text1 converted to upper

let text1 = "Hello World!";       // String  
let text2 = text1.toLowerCase();  // text2 is text1 converted to lower

### **Phương thức concat()**

text = "Hello" + " " + "World!";  
text = "Hello".concat(" ", "World!");// Hello World!

### **Phương thức trim()**

let text = "       Hello World!        ";  
text.trim()    // Returns "Hello World!"

### **Phương thức String Padding**

let text = "5";  
text.padStart(4,0)    // Returns 0005

let text = "5";  
text.padEnd(4,0)     // Returns 5000

### **Phương thức charAt()**

let text = "HELLO WORLD";  
text.charAt(0)           // Returns H

### **Phương thức charCodeAt()**

* The method returns a UTF-16 code (an integer between 0 and 65535).

let text = "HELLO WORLD";  
  
text.charCodeAt(0)       // Returns 72

### **Truy cập Property**

let text = "HELLO WORLD";  
text[0]                   // returns H

let text = "HELLO WORLD";  
text[0] = "A"             // Gives no error, but does not work  
text[0]                   // returns H

### **Convert String sang Array**

* Sử dụng phương thức split() để cắt chuỗi ra thành mảng

text.split(",")          // Split on commas  
text.split(" ")          // Split on spaces  
text.split("|")          // Split on pipe

VD:

<script>

let text = "Hello";

const myArr = text.split("");

text = "";

for (let i = 0; i < myArr.length; i++) {

text += myArr[i] + "<br>"

}

document.getElementById("demo").innerHTML = text;

</script>

* H
* e
* l
* l
* o

## **1.15 Phương thức Searching**

* indexOf()

let str = "Please locate where 'locate' occurs!";  
str.indexOf("locate")    // Returns 7

* lastIndexOf()

let str = "Please locate where 'locate' occurs!";  
str.lastIndexOf("locate")    // Returns 21 when Not Found return -1

let str = "Please locate where 'locate' occurs!";  
str.indexOf("locate", 15)    // Returns 21 (chỉ số đầu vào nhỏ hơn hoặc bằng chỉ số đúng)

* search()

let str = "Please locate where 'locate' occurs!";  
str.search("locate")     // Returns 7

* match()

let text = "The rain in SPAIN stays mainly in the plain";  
text.match(/ain/g)    // Returns an array [ain,ain,ain]

let text = "The rain in SPAIN stays mainly in the plain";  
text.match(/ain/gi)   // Returns an array [ain,AIN,ain,ain]

* includes()

let text = "Hello world, welcome to the universe.";  
text.includes("world")    // Returns true

let text = "Hello world, welcome to the universe.";  
text.includes("world", 12)    // Returns false

* startsWith()

let text = "Hello world, welcome to the universe.";  
  
text.startsWith("Hello")   // Returns true

let text = "Hello world, welcome to the universe.";  
  
text.startsWith("world")    // Returns false

let text = "Hello world, welcome to the universe.";  
  
text.startsWith("world", 5)    // Returns false

* endsWith()

var text = "John Doe";  
text.endsWith("Doe")    // Returns true

## **1.16 Chữ mẫu String (Template Literals)**

**Cú pháp Back-Tics**

- Chữ mẫu sử dụng dấu ``

let text = `Hello World!`;

* Biến thay thế

let firstName = "John";  
let lastName = "Doe";  
  
let text = `Welcome ${firstName}, ${lastName}!`; //Welcome John, Doe!

* Thay thế biểu thức

let price = 10;  
let VAT = 0.25;  
  
let total = `Total: ${(price \* (1 + VAT)).toFixed(2)}`; //Total: 12.50

* HTML Templates

let header = "Templates Literals";  
let tags = ["template literals", "javascript", "es6"];  
  
let html = `<h2>${header}</h2><ul>`;  
for (const x of tags) {  
  html += `<li>${x}</li>`;  
}  
  
html += `</ul>`;
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Description automatically generated](data:image/png;base64,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)

## **1.17 Kiểu số Number JS**

Số lớn hay số nhỏ thường được ký hiệu khoa học (e)

let x = 123e5;    // 12300000  
let y = 123e-5;   // 0.00123

**Độ chính xác**

let x = 999999999999999;   // x will be 999999999999999  
let y = 9999999999999999;  // y will be 10000000000000000

Số thập phân tối đa là 17, nhưng số học dấu phẩy động không phải lúc nào cũng chính xác 100%

let x = 0.2 + 0.1;         // x will be 0.30000000000000004

Để giải quyết vấn đề này, dùng phép nhân và phép cộng

let x = (0.2 \* 10 + 0.1 \* 10) / 10;       // x will be 0.3

Phát hiện phép toán (trừ phép cộng) sẽ tự động đổi kiểu dữ liệu sang số để tính toán (đối với tất cả thành phần là chuỗi dạng số)

let x = "100";  
let y = "10";  
let z = x / y;       // z will be 10

let x = "100";  
let y = "10";  
let z = x \* y;       // z will be 1000

let x = "100";  
let y = "10";  
let z = x - y;       // z will be 90

### NaN – Not a number

let x = 100 / "Apple";  // x will be NaN (Not a Number)

let x = 100 / "10";     // x will be 10

Sử dụng hàm isNaN() để kiểm tra có phải số ko?

let x = 100 / "Apple";  
isNaN(x);               // returns true because x is Not a Number

let x = NaN;  
let y = 5;  
let z = x + y;         // z will be NaN

let x = NaN;  
let y = "5";  
let z = x + y;         // z will be NaN5

<script>

let x = NaN;

document.getElementById("demo").innerHTML = typeof x; // number

</script>

**Infinity (hoặc -Infinity)**

* Sử dụng Infinity (hoặc -Infinity) trong trường hợp trả về số lớn nhất hoặc số nhỏ nhất

let myNumber = 2;  
while (myNumber != Infinity) {   // Execute until Infinity  
  myNumber = myNumber \* myNumber;  
}

4  
16  
256  
65536  
4294967296  
18446744073709552000  
3.402823669209385e+38  
1.157920892373162e+77  
1.3407807929942597e+154  
Infinity

**Phép chia số 0 cũng bằng Infinity**

let x =  2 / 0;       // x will be Infinity  
let y = -2 / 0;       // y will be -Infinity

TypeOf của Infitity là number

**Số Hex**

let x = 0xFF;        // x will be 255

Đổi hệ cơ số:

let myNumber = 32;  
myNumber.toString(10);  // returns 32  
myNumber.toString(32);  // returns 10  
myNumber.toString(16);  // returns 20  
myNumber.toString(8);   // returns 40  
myNumber.toString(2);   // returns 100000

32 =  
Decimal 32  
Hexadecimal 20  
Octal 40  
Binary 100000

## **1.18 Các phương thức về number**

### Convert number sang string

let x = 123;  
x.toString();            // returns 123 from variable x  
(123).toString();        // returns 123 from literal 123  
(100 + 23).toString();   // returns 123 from expression 100 + 23

### Phương thức toExponential()

* Làm tròn số sau dấu thập phân, trả vể kiểu string

let x = 9.656;  
x.toExponential(2);     // returns 9.66e+0  
x.toExponential(4);     // returns 9.6560e+0  
x.toExponential(6);     // returns 9.656000e+0

### Phương thức toFixed()

* Làm tròn số sau dấu thập phân, trả về kiểu string

let x = 9.656;  
x.toFixed(0);           // returns 10  
x.toFixed(2);           // returns 9.66  
x.toFixed(4);           // returns 9.6560  
x.toFixed(6);           // returns 9.656000

### Phương thức toPrecision()

* Làm tròn số , theo độ dài được chỉ định, trả về kiểu string

let x = 9.656;  
x.toPrecision();        // returns 9.656  
x.toPrecision(2);       // returns 9.7  
x.toPrecision(4);       // returns 9.656  
x.toPrecision(6);       // returns 9.65600

### Phương thức Number()

Number(true);          // returns 1  
Number(false);         // returns 0  
Number("10");          // returns 10  
Number("  10");        // returns 10  
Number("10  ");        // returns 10  
Number(" 10  ");       // returns 10  
Number("10.33");       // returns 10.33  
Number("10,33");       // returns NaN  
Number("10 33");       // returns NaN  
Number("John");        // returns NaN

* Number() cũng có thẻ convert từ kiểu Date sang, tính theo đơn vị milliseconds kểu từ 01-1-1970

// This returns 0://start  
Number(new Date("1970-01-01"))

// This returns 86400000//   
Number(new Date("1970-01-02"))

## **1.19 Phương thức Mảng JS**

### **Thuộc tính mảng**

* Constructor: trả về hàm đã tạo của đối tượng Array

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.constructor;  
// Returns function Array() { [native code] }

* Length
* Prototype: cho phép thêm thuộc tính và phương thức vào đối tượng mảng

<script>

// Add a new method

Array.prototype.myUcase = function() {

for (let i = 0; i < this.length; i++) {

this[i] = this[i].toUpperCase();

}

};

// Use the method on any array

const fruits = ["Banana", "Orange", "Apple", "Mango"];

fruits.myUcase();

document.getElementById("demo").innerHTML = fruits;// BANANA,ORANGE,APPLE,MANGO

</script>

### **Convert mảng qua string - .toString()**

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
document.getElementById("demo").innerHTML = fruits.toString();

Banana,Orange,Apple,Mango

### **Phương thức nối chuỗi qua ký tự**

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
document.getElementById("demo").innerHTML = fruits.join(" \* ");

Banana \* Orange \* Apple \* Mango

### **Phương thức pop() – loại ra một phần tử nằm cuối**

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
let x = fruits.pop();  // x = "Mango"

### **Phương thức push() – thêm một phần tử nằm cuối**

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
let x = fruits.push("Kiwi");   //  x = 5

### **Phương thức shift() – loại bỏ một phần tử nằm đầu**

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
let x = fruits.shift();    // x = "Banana"

### **Phương thức unsift – thêm một phần tử vào đầu**

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.unshift("Lemon");    // Returns 5

### **Xoá phần tử trong mảng**

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
delete fruits[0];           // Changes the first element in fruits to **undefined**

### **Phương thức splice()**

const fruits = ["Banana", "Orange", "Apple", "Mango"];

* *Kiểu 1:*

fruits.splice(2, 0, “Lemon”, “Kiwi”);

2: Thêm các giá trị mới vào trước chỉ số [2]

0: Là chỉ mục cờ bắt đầu thêm giá trị mảng vào sau ở lần thứ 2->n(lần thứ nhất sẽ thêm hết)

“Lemon”: Các giá trị sẽ được định thêm vào

* *Kiểu 2:*

fruits.splice(từ đâu, đến đâu);   // Removes the first element

### **Phương thức concat()**

const myGirls = ["Cecilie", "Lone"];  
const myBoys = ["Emil", "Tobias", "Linus"];  
  
// Concatenate (join) myGirls and myBoys  
const myChildren = myGirls.concat(myBoys);

const arr1 = ["Cecilie", "Lone"];  
const arr2 = ["Emil", "Tobias", "Linus"];  
const arr3 = ["Robin", "Morgan"];  
const myChildren = arr1.concat(arr2, arr3);

### **Phương thức slice()**

const fruits = ["Banana", "Orange", "Lemon", "Apple", "Mango"];  
const citrus = fruits.slice(1);// cắt bỏ phần tử 1 ra

### **Phương thức toString()**

* JS tự động convert mảng qua kiểu string cách nhau bởi dấu ,

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
document.getElementById("demo").innerHTML = fruits.toString();// hoặc fruits

### **Phương thức copyWithin()**

<script>

const fruits = ["Banana", "Orange", "Apple", "Mango"];

document.getElementById("demo").innerHTML = fruits.copyWithin(2,1);//số đầu là vị trí chỉ mục thay thê, số hai là giá trị sẽ thay thế

</script>

### **Phương thức entries()**

<script>

const fruits = ["Banana", "Orange", "Apple", "Mango"];

const f = fruits.entries();

for (let x of f) {

document.getElementById("demo").innerHTML += x + "<br>";

}

</script>

0,Banana  
1,Orange  
2,Apple  
3,Mango

### **Phương thức every()**

const ages = [32, 33, 16, 40];  
  
ages.every(checkAge)    // Returns false  
  
function checkAge(age) {  
  return age > 18;  
}

***Syntax***

*array*.every(function(currentValue, index, arr), thisValue)

### **Phương thức fill()**

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.fill("Kiwi");//["Kiwi", "Kiwi", "Kiwi", "Kiwi"];

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.fill("Kiwi", 2, 4);// ["Banana", "Orange", "Kiwi", "Kiwi"];

***Syntax***: *array*.fill(value, start, end)

### **Phương thức filter()**

const ages = [32, 33, 16, 40];  
  
ages.filter(checkAdult)    // Returns [32, 33, 40]  
  
function checkAdult(age) {  
  return age >= 18;  
}

<p><input type="number" id="ageToCheck" value="18"></p>  
  
<button onclick="myFunction()">Try it</button>  
  
<p id="demo"></p>  
  
<script>  
const ages = [32, 33, 12, 40];  
  
function checkAge(age) {  
  return age > document.getElementById("ageToCheck").value;  
}  
  
function myFunction() {  
  document.getElementById("demo").innerHTML = ages.filter(checkAge);

//32, 33, 40  
}  
</script>

### **Phương thức find()**

* Giống filter nhưng trả về giá trị đầu tiên phù hợp

const ages = [3, 10, 18, 20];  
  
function checkAge(age) {  
  return age > 12;  
}  
  
function myFunction() {  
  document.getElementById("demo").innerHTML = ages.find(checkAge);

// 18  
}

### **Phương thức findIndex()**

* Trả về vị trí đầu tiên thoã mãn

const ages = [3, 10, 18, 20];  
  
ages.findIndex(checkAge)   // Returns 2  
  
function checkAge(age) {  
  return age > 10;  
}

### **Phương thức foreach()**

let sum = 0;  
const numbers = [65, 44, 12, 4];  
numbers.forEach(myFunction);  
  
function myFunction(item) {  
  sum += item;  
}

<script>

const numbers = [65, 44, 12, 4];

numbers.forEach(myFunction)

document.getElementById("demo").innerHTML = numbers;//[650, 440, 120, 40]

function myFunction(item, index, arr) {

arr[index] = item \* 10;

}

</script>

### **Phương thức from()**

<script>

const myArr = Array.from("ABCDEAG");

document.getElementById("demo").innerHTML = myArr;// A,B,C,D,E,A,G

</script>

**Syntax**: Array.from(object, mapFunction, thisValue)

### **Phương thức includes()**

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.includes("Banana", 3);   // Returns false

### **Phương thức indexOf()**

const fruits = ["Banana", "Orange", "Apple", "Mango", "Apple"];  
fruits.indexOf("Apple", 4)   // Returns 4

### **Phương thức isArray()**

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
Array.isArray(fruits)   // Returns true

### **Phương thức keys()**

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
const keys = fruits.keys();  
  
for (let x of keys) {  
  text += x + "<br>";

/\*

0

1

2

3

\*/  
}

### **Phương thức lastIndexOf()**

const fruits = ["Orange", "Apple", "Mango", "Apple", "Banana", "Apple"];  
fruits.lastIndexOf("Apple", 4)   // Returns 3

### **Phương thức map()**

* Phương thức tạo mới mảng với kết quả của việc gọi hàm tính toán các phần tử trong mảng
* Không thực thi mảng rỗng
* Không thay đổi mảng cũ

const numbers = [4, 9, 16, 25];  
const newArr = numbers.map(Math.sqrt)//[2, 3, 4, 5]

const persons = [  
  {firstname : "Malcom", lastname: "Reynolds"},  
  {firstname : "Kaylee", lastname: "Frye"},  
  {firstname : "Jayne", lastname: "Cobb"}  
];  
  
persons.map(getFullName);  
  
function getFullName(item) {  
  return [item.firstname,item.lastname].join(" ");// Malcom Reynolds,…  
}

### **Phương thức reduce()**

* Hàm rút gọn cho mỗi giá trị trong mảng
* Trả về một số kết quả tính toán
* Không thực thi mảng rỗng
* Không thay đổi mảng ban đầu

**Syntax:**

*array*.reduce(function(total, currentValue, currentIndex, arr), initialValue)

total (yêu cầu) : giá trị khởi tạo, trả về

currentValue (yêu cầu): giá trị của phần tử hiện tại

currentIndex (không yêu cầu): chỉ số mảng

arr (không yêu cầu): đối tượng mảng mà phần tử hiện tại thuộc về

const numbers = [15.5, 2.3, 1.1, 4.7];  
document.getElementById("demo").innerHTML = numbers.reduce(getSum, 0);  
  
function getSum(total, num) {  
  return total + Math.round(num);// hàm round làm tròn số =>kết quả: 24  
}

const numbers = [175, 50, 25];  
  
document.getElementById("demo").innerHTML = numbers.reduce(myFunc);100  
  
function myFunc(total, num) {  
  return total - num;  
}

const numbers = [175, 50, 25];  
  
document.getElementById("demo").innerHTML = numbers.reduce(myFunc, 1);//-249  
  
function myFunc(total, num) {  
  return total - num;  
}

### **Phương thức reduceRight()**

* Ngược lại với reduce thì reduceRight() tính từ phải sang trái

const numbers = [175, 50, 25];  
  
document.getElementById("demo").innerHTML = numbers.reduceRight(myFunc);// -200  
  
function myFunc(total, num) {  
  return total - num;  
}

### **Phương thức reserve()**

* Phương thức đảo ngược mảng

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.reverse();// ["Mango", "Apple", "Orange", "Banana"]

### **Phương thức some()**

* Ngược lại với every() kiểm tra tất cả các phần tử thoã mãn some() chỉ cần một phần tử đúng

const ages = [3, 10, 18, 20];  
  
ages.some(checkAdult)   // Returns true  
  
function checkAdult(age) {  
  return age >= 18;  
}

### **Phương thức sort()**

* Thay đổi thứ tự mảng cũ

const fruits = ["Banana", "Orange", "Apple", "Mango"];  
fruits.sort();

const points = [40, 100, 1, 5, 25, 10];  
points.sort(function(a, b){return a-b});

const points = [40, 100, 1, 5, 25, 10];  
points.sort(function(a, b){return b-a});

## **1.20 JS Date**

- Có 4 cách khởi tạo đối tượng Date():

new Date()  
new Date(year, month, day, hours, minutes, seconds, milliseconds)  
new Date(milliseconds)  
new Date(date string)

* Lấy các thành phần ra từ đối tượng Date()
* .getFullYear() : 2021
* .getMonth() + 1 : 10
* .getDate(): 15
* .getHours() (0-23): 12
* .getMinutes() (0-59): 56
* .getSeconds() (0-59): 43
* .getDay() (2-6): 5
* .getTime(): 1634278831457 **(tính từ 01-01-1970)**
* Date.now()

### **Date Set Method**

* setDate()
* setFullYear()
* setHours()
* setMilliseconds()
* setMinutes()
* setMonth()
* setSeconds()
* setTime()

## **1.21 JS Math**

Math.E        // returns Euler's number  
Math.PI       // returns PI  
Math.SQRT2    // returns the square root of 2  
Math.SQRT1\_2  // returns the square root of 1/2  
Math.LN2      // returns the natural logarithm of 2  
Math.LN10     // returns the natural logarithm of 10  
Math.LOG2E    // returns base 2 logarithm of E  
Math.LOG10E   // returns base 10 logarithm of E

Math.round() //số làm tròn gần nhất

Math.ceil() //số làm tròn số cao hơn Math.ceil(4.2);     // returns 5

Math.floor() //số làm tròn số thấp

Math.truc() // trả về phần nguyên

Math.sign() //trả về âm, dương hoặc NaN

Math.pow(x, y) //x^y

Math.abs(x) //căn x

Sin() cos() // trả về giá trị từ -1 đến 1

min() //Math.min(0, 150, 30, 20, -8, -200);  // returns -200

max() //Math.max(0, 150, 30, 20, -8, -200);  // returns 150

Math.random()

Math.log(1);    // returns 0

Math.log2(8);    // returns 3

Math.log10(1000);    // returns 3

Xem thêm: <https://www.w3schools.com/js/js_math.asp>

1. **JS Object**
2. **JS Functions**
3. **JS Classes**
4. **JS Async**

## **5.1 Trình tự các hàm**

* JS xử lý hàm khai báo cuối cùng sẽ gọi (nếu không có đk nào)

## **5.2 Callback**

* Một hàm được truyền như một đối số của hàm khác

function myDisplayer(some) {  
  document.getElementById("demo").innerHTML = some;  
}  
  
function myCalculator(num1, num2, myCallback) {  
  let sum = num1 + num2;  
  myCallback(sum);//10  
}  
  
myCalculator(5, 5, myDisplayer);

myCalculator: hàm số

myDisplayer: đối số

## **5.3 JS không đồng bộ**

### **setTimeout()**

setTimeout(myFunction, 3000);  
  
function myFunction() {  
  document.getElementById("demo").innerHTML = "I love You !!";//sau 3s hiện lên  
}

setTimeout(function() { myFunction("I love You !!!"); }, 3000);  
  
function myFunction(value) {  
  document.getElementById("demo").innerHTML = value;  
}

### **setIntervals()**

* Chỉ định một hàm được gọi lại sẽ được thực thi trong một khoảng thời gian

setInterval(myFunction, 1000);  
  
function myFunction() {  
  let d = new Date();  
  document.getElementById("demo").innerHTML=  
  d.getHours() + ":" +  
  d.getMinutes() + ":" +  
  d.getSeconds();  
}// mỗi 1s thì myFunction() sẽ được thực thi

### **Waiting for files**

* Trường hợp muống tải một tập tin ở bên ngoài, nhưng ko thể sử dụng trước khi nó tải đầy đủ

function myDisplayer(some) {//3  
  document.getElementById("demo").innerHTML = some;  
}  
  
function getFile(myCallback) {//2  
  let req = new XMLHttpRequest();  
  req.open('GET', "mycar.html");  
  req.onload = function() {  
    if (req.status == 200) {  
      myCallback(this.responseText);  
    } else {  
      myCallback("Error: " + req.status);  
    }  
  }  
  req.send();  
}  
  
getFile(myDisplayer);//1

myDisplayer: sử dụng callback

## **5.4 JS Promises**

- “Pro ducing code”: đoạn code mất nhiều time

- “Consuming code”: đoạn code phải đợi kết quả

- Promise là đối tượng để liên kết 2 đoạn code trên

### **Promise Syntax**

let myPromise = new Promise(function(myResolve, myReject) {  
// "Producing Code" (May take some time)  
  
  myResolve(); // when successful  
  myReject();  // when error  
});  
  
// "Consuming Code" (Must wait for a fulfilled Promise)  
myPromise.then(  
  function(value) { /\* code if successful \*/ },  
  function(error) { /\* code if some error \*/ }  
);

### **Thuộc tính trong Promise**

* Pending: đang xử lý => result là undefined
* Fulfilled: hoàn thành => result là value
* Rejected: từ chối => result là error object
* Hỗ trợ 2 thuộc tính: state và result

function myDisplayer(some) {  
  document.getElementById("demo").innerHTML = some;  
}  
  
let myPromise = new Promise(function(myResolve, myReject) {  
  let x = 0;  
  
// The producing code (this may take some time)  
  
  if (x == 0) {  
    myResolve("OK");  
  } else {  
    myReject("Error");  
  }  
});  
  
myPromise.then(  
  function(value) {myDisplayer(value);},  
  function(error) {myDisplayer(error);}  
);

### **Waiting for a Timeout, sử dụng Promise**

//Sử dụng callback

setTimeout(function() { myFunction("I love You !!!"); }, 3000);  
  
function myFunction(value) {  
  document.getElementById("demo").innerHTML = value;  
}

//Sử dụng Promise

let myPromise = new Promise(function(myResolve, myReject) {  
  setTimeout(function() { myResolve("I love You !!"); }, 3000);  
});  
  
myPromise.then(function(value) {  
  document.getElementById("demo").innerHTML = value;  
});

### **Waiting for file, sử dụng promise**

//Sử dụng callback

function getFile(myCallback) {  
  let req = new XMLHttpRequest();  
  req.open('GET', "mycar.html");  
  req.onload = function() {  
    if (req.status == 200) {  
      myCallback(req.responseText);  
    } else {  
      myCallback("Error: " + req.status);  
    }  
  }  
  req.send();  
}  
  
getFile(myDisplayer);

//Sử dụng promise

let myPromise = new Promise(function(myResolve, myReject) {  
  let req = new XMLHttpRequest();  
  req.open('GET', "mycar.htm");  
  req.onload = function() {  
    if (req.status == 200) {  
      myResolve(req.response);  
    } else {  
      myReject("File not Found");  
    }  
  };  
  req.send();  
});  
  
myPromise.then(  
  function(value) {myDisplayer(value);},  
  function(error) {myDisplayer(error);}  
);

## **5.5 JS Async/Await**

- Async làm hàm để trả về một Promise

- Await làm hàm để chờ một Promise

### **Async**

async function myFunction() {  
  return "Hello";  
}

async function myFunction() {  
  return Promise.resolve("Hello");  
}

<script>

function myDisplayer(some) {

document.getElementById("demo").innerHTML = some; //Hello

}

async function myFunction() {return "Hello";}

myFunction().then(

function(value) {myDisplayer(value);},

function(error) {myDisplayer(error);}

);</script>

### **Await Syntax**

* Từ khoá await được sử dụng trước một hàm làm cho hàm chờ một promise xử lý
* Từ khoá await được sử dụng bên trong một hàm async

let value = await promise;

Ví dụ không reject:

async function myDisplay() {  
  let myPromise = new Promise(function(resolve) {  
    resolve("I love You !!");  
  });  
  document.getElementById("demo").innerHTML = await myPromise;  
}  
  
myDisplay();

//Sử dụng waiting Timeout

async function myDisplay() {  
  let myPromise = new Promise(function(resolve) {  
    setTimeout(function() {resolve("I love You !!");}, 3000);  
  });  
  document.getElementById("demo").innerHTML = await myPromise;  
}  
  
myDisplay();

### **Waiting for a File**

async function getFile() {  
  let myPromise = new Promise(function(resolve) {  
    let req = new XMLHttpRequest();  
    req.open('GET', "mycar.html");  
    req.onload = function() {  
      if (req.status == 200) {  
        resolve(req.response);  
      } else {  
        resolve("File not Found");//404  
      }  
    };  
    req.send();  
  });  
  document.getElementById("demo").innerHTML = await myPromise;  
}  
  
getFile();

1. **JS HTML DOM**
2. **JS Brower BOM**
3. **JS Web APIs**
4. **JS Ajax**
5. **JS Json**